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1. **Answer:**
   1. **When the sample size *n* is extremely large, and number of predictors p is small.**  
      *Since the size of n is extremely large, we won’t have problem of overfitting the data using flexible model. Thus, we can use flexible model here.*
   2. **The number of predictors p is extremely large, and the number of observations n is small.**  
      *With the small number of observations, we need to use inflexible model since it prevents overfitting of data rather than flexible model that will, for sure, overfit the data.*
   3. **The relationship between the predictors and response is highly non-linear.***Flexible model will be the best fit here since this model can be used to fit the non-linear data.*
   4. **The variance of the error terms, i.e. σ2 = Var(ε), is extremely high.**  
      *Since the variance of error is large, employing the flexible model will capture a lot of noise and degrades the performance. Inflexible model is the best in this scenario.*
2. **Answer for 7:**Firstly, the data is converted into data frame using the code below:  
     
   *#Creating data frame to perform data operations*

*x1 <- c(0, 2, 0, 0, -1, 1)*

*x2 <- c(3, 0, 1, 1, 0, 1)*

*x3 <- c(0, 0, 3, 2, 1, 1)*

*y <- c("Red", "Red", "Red", "Green", "Green", "Red")*

*y <- as.factor(y)*

*data <- data.frame(x1, x2, x3, y)*

* 1. Code:  
       
     *#Calculating eucledian distance for (0, 0, 0)*

*p <- c(0, 0, 0)*

*distance <- rep(0, 6)*

*for(i in 1:6) {*

*q <- c(x1[i], x2[i], x3[i])*

*z <- rbind(p, q);*

*distance[i] <- dist(z, method = "euclidean")*

*}*

*#Adding distance vector to data frame and sorting the data frame by the distance column*

*data$Distance <- distance*

*data <- data[order(data$Distance),]*  
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![](data:image/png;base64,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)

* 1. Code  
     #Function to estimate mode  
     Copied from : https://stackoverflow.com/questions/2547402/is-there-a-built-in-function-for-finding-the-mode#answer-8189441  
     estimate\_mode <- function(x) {

ux <- unique(x)

ux[which.max(tabulate(match(x, ux)))]

}  
#Using K= 1 for prediction

prediction = estimate\_mode(data$y[1:1])

message("--->With K=1, the prediction is ", as.character(prediction))  
  
Output:  
--->With K=1, the prediction is Green

* 1. Code  
     #Using K= 3 for prediction

prediction = estimate\_mode(data$y[1:1])

message("--->With K=3, the prediction is ", as.character(prediction))

Output:  
--->With K=3, the prediction is Red

* 1. *If Bayes decision boundary in the problem is highly non-linear, we can use different value of K. Using small value of K makes the model very flexible so that it captures the training data well but may fail in classifying the test data. Using large value of K makes the model inflexible and may give some percentage of error on the training data but, will classify the test data with some degree of error.  
     Thus, the choice of K depends upon the flexibility requirement of the model. However, in my case I will go with the large value of K.*